

    
      
          
            
  
Welcome to Read the Docs

This is an autogenerated index file.

Please create an index.rst or README.rst file with your own content
under the root (or /docs) directory in your repository.

If you want to use another markup, choose a different builder in your settings.
Check out our Getting Started Guide [https://docs.readthedocs.io/en/latest/getting_started.html] to become more
familiar with Read the Docs.
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  # TorqueScript - Introduction
## What is TorqueScript
TorqueScript (TS) is a proprietary scripting language developed specifically for Torque technology. The language itself is derived from the scripting used for Tribes 2, which was the base tech Torque evolved from. Scripts are written and stored in .cs files, which are compiled and executed by a binary compiled via the C++ engine (.exe for Windows or .app OS X).<br>
The CS extension stands for “C Script,” meaning the language resembles C programming. Though there is a connection, TorqueScript is a much higher level language and is easier to learn than standard C or C++.
## Basic Usage
Like most other scripting languages, such as Python or Java Script, TorqueScript is a high-level programming language interpreted by Torque 3D at run time. Unlike C++, you can write your code in script and run it without recompiling your game.<br>
<br>
All of your interfaces can be built using the GUI Editor, which saves the data out to TorqueScript. The same goes for data saved by the World Editor or Material Editor. Most of the editors themselves are C++ components exposed and constructed via TorqueScript.<br>
<br>
More importantly, nearly all of your game play programming will be written in TorqueScript: inventory systems, win/lose scenarios, AI, weapon functionality, collision response, and game flow. All of these can be written in TorqueScript. The language will allow you to rapidly prototype your game without having to be a programming expert or perform lengthy engine recompilation.

## Scripting vs Engine Programming
As mentioned above, TorqueScript is comprised of the core C++ objects needed to make your game. For example, you will use the PlayerData structure to create player objects for your game. This structure was written in C++:<br>
<br>
##### C++ PlayerData Code<br>
```cs
struct PlayerData: public ShapeBaseData {


typedef ShapeBaseData Parent;

bool renderFirstPerson; // Render the player shape in first person

mass = 9.0f;         // from ShapeBase
drag = 0.3f;         // from ShapeBase
density = 1.1f;      // from ShapeBase





}

Instead of having to go into C++ and create new PlayerData objects or edit certain fields (such as mass), PlayerData was exposed to TorqueScript:
<br>
##### Example TorqueScript PlayerData Code<br>
```cs
datablock PlayerData(DefaultPlayerData)
{


renderFirstPerson = true;
className = Armor;
shapeFile = “art/shapes/actors/gideon/base.dts”;
mass = 100;
drag = 1.3;
maxdrag = 0.4;

// Allowable Inventory Items
maxInv[Pistol] = 1;
maxInv[PistolAmmo] = 50;







};

If you want to change the name of the object, the mass, the inventory, or anything else, just open the script, make the change, and save the file. When you run your game, the changes immediately take affect. Of course, for this example you could have used the Datablock Editor, but you should get the point. TorqueScript is the first place you should go to write your game play code.
## Script Editors
TorqueScript files are essentially text files. This means you have several editors to choose from. Some users prefer to use the stock OS text editors: Notepad on Windows or Text Edit on OS X. Others will use their programming IDEs (Interactive Development Environments), such as Visual Studio for Windows or Xcode on OS X. Third party applications are the most popular choice:

### Recommended:
Torsion - [Github]() - [Download]() <br>
Torsion is undeniably the best TorqueScript IDE it is currently a wondows project, it is fully open source. It was developed by Torque veterans Sickhead Games. If you are developing on Windows, this is the first thing you should purchase after Torque 3D. No other editor offers this level of quality and functionality:<br> <br>
* Integrated “One Click” script debugging<br>
* Full control over script execution via step and break commands
* Advanced editor features like code folding, line wrapping, auto-indent, column marker, automatic bracket matching, and visible display of tabs and spaces<br>
* Goto line and text searching<br>
* ScriptSense updated dynamically as you type<br>
* Customizable syntax highlighting for TorqueScript<br>
* Unlimited undo/redo buffer<br>
* Code browser window for exploring both engine exports and script symbols in your project<br>

#### Alternatives:
Visual Studio Code - [Github]() - [Download]() <br>
A cross platform and free editor from microsoft, many plugins makes this a very flexible editor and more.<br>

Notepad++ - [Github]() - [Download]() <br>
This is a free (as in “free speech” and also as in “free beer”) source code editor and Notepad replacement that supports several languages.

### Relatively…. Recent Changes
#### Foreach Statements
Two new statements simplify the iteration over sets of objects and string vectors.
To loop over each object in a SimSet, use the foreach statement:
```
foreach( %obj in %set )


/* do something with %obj */;




`
To loop over each element in a string vector, use the foreach$ statement:
`
foreach$( %str in “a b c” )


/* do something with %str */;




```

foreach Statement foreach$ Statement

Redefinition Behavior  TODO <br>
Singletons TODO <br>
Lookup Operator TODO <br>
Floating-Point Notation TODO <br>
Datablock Syntax Extensions TODO <br>





            

          

      

      

    

  

    
      
          
            
  # The Basics
## Rules
Like other languages, TorqueScript has certain syntactical rules you need to follow. The language is typeless, very forgiving, easy to debug, and is not as strict as a low level language like C++.
##### Observe the following line in a script:
`cs
// Create test variable with a temporary variable
%testVariable = 3;
`

The three most simple rules obeyed in the above code are:
1. Ending a line with a semi-colon (;)
2. Proper use of white space.
3. Commenting

### Ending a line with a semi-colon (;)
The engine will parse code line by line, stopping whenever it reaches a semi-colon. This is referred to as a statement termination, common to other programming languages such as C++, Javascript, etc.
##### The following code will produce an error that may cause your entire script to fail: <br>
`cs
%testVariable = 3
%anotherVariable = 4;
`
To the human eye, you are able to discern two separate lines of code with different actions.

##### Here is how the script compiler will read it:
`cs
%testVariable = 3%anotherVariable = 4;
`
This is obviously not what the original code was meant to do. There are exemptions to this rule, but they come into play when multiple lines of code are supposed to work together for a single action:
```cs
if(%testVariable == 4)


echo(“Variable equals 4”);




```

We have not covered conditional operators or echo commands yet, but you should notice that the first line does not have a semi-colon. The easiest explanation is that the code is telling the compiler: “Read the first line, do the second line if we meet the requirements.” In other words, perform operations between semi-colons. Complex operations require multiple lines of code working together.<br>
<br>

### Proper use of whitespace,
this is easy to remember. Whitespace refers to how your script code is separated between operations.
##### Let’s look at the first example again:
`cs
%testVariable = 3;
`

The code is storing a value (3) in a local variable (testVariable). It is doing so by using a common mathematical operator, the equal sign. TorqueScript recognizes the equal sign and performs the action just as expected.

##### It does not care if there are spaces in the operation:
`cs
%testVariable=3;
`
The above code works just as well, even without the spaces between the variable, the equal sign, and the 3. The whitespace rule makes a lot more sense when combined with the semi-colon rule and multiple lines of code working together.
##### The following will compile and run without error:
`cs
if(%testVariable == 4) echo("Variable equals 4");
`
### Comments
The last rule is optional, but should be used as often as possible if you want to create clean code. Whenever you write code, you should try to use comments. Comments are a way for you to leave notes in code which are not compiled into the game. The compiler will essentially skip over these lines.

There are two different comment syntax styles. The first one uses the two slashes, //. This is used for single line comments:

##### Example:
`cs
// This comment line will be ignored
// This second line will also be ignored
%testVariable = 3;
// This third line will also be ignored
In the last example, the only line of code that will be executed has to do with testVariable. If you need to comment large chunks of code, or leave a very detailed message, you can use the / * comment * / syntax (without spaces between asterix and slash). The / * starts the commenting, the * / ends the commenting, and anything in between will be considered a comment.
`

##### Example:
```cs
/*
While attending school, an instructor taught a mantra I still use:

“Read. Read Code. Code.”

Applying this to Torque 3D development is easy:

READ the documentation first.

READ CODE written by other Torque developers.

CODE your own prototypes based on what you have learned.
*/
```
As you can see, the comment makes full use of whitespace and multiple lines. While it is important to comment what the code does, you can also use this to temporarily remove unwanted code until a better solution is found:

##### Example:
```cs
// Why are you using multiple if statements. Why not use a switch$?
/*
if(%testVariable == “Mich”)


echo(“User name: “, %testVariable);





	if(%testVariable == “Heather”)
	echo(“User Name: “, %testVariable);



	if(%testVariable == “Nikki”)
	echo(“User Name: “, %testVariable);






*/





            

          

      

      

    

  

    
      
          
            
  # Variables
Now that you know the two most basic rules of writing code in TorqueScript, this is the best time to learn about variables. A variable is a letter, word, or phrase linked to a value stored in your game’s memory and used during operations. Creating a variable is a one line process.<br>

The following code creates a variable by naming it and assigning a value:


	```cs
	%localVariable = 3;
```





You can assign any type value to the variable you want. This is referred to as a language being type-insensitive. TorqueScript does not care (insensitive) what you put in a variable, even after you have created it.<br>

The following code is completely valid:
`cs
%localVariable = 27;
%localVariable = "Heather";
%localVariable = "7 7 7";
`
The main purpose of the code is to show that TorqueScript treats all data types the same way. It will interpret and convert the values internally, so you do not have to worry about typecasting. That may seem a little confusing. After all, when would you want a variable that can store a number, a string, or a vector?

You will rarely need to, which is why you want to start practicing good programming habits. An important practice is proper variable naming. <br>
The following code will make a lot more sense, considering how the variables are named:
`cs
%userName = "Heather";
%userAge = 27;
%userScores = "7 7 7";
`
Earlier, I mentioned that TorqueScript is more forgiving than low level programming languages. While it expects you to obey the basic syntax rules, it will allow you to get away with small mistakes or inconsistency. The best example is variable case sensitivity. At some point in school you learned the difference between upper case and lower case letters.

With variables, TorqueScript is not case sensitive.

You can create a variable and refer to it during operations without adhering to case rules:
`cs
%userName = "Heather";
echo(%Username);
`
In the above code, userName and Username are the same variable, even though they are using different capitalization. You should still try to remain consistent in your variable naming and usage, but you will not be punished if you slip up occasionally.

### Types
There are two types of variables you can declare and use in TorqueScript: local and global.

Both are created and referenced similarly:
`cs
%localVariable = 1;
$globalVariable = 2;
`
As you can see, local variable names are preceded by the percent sign (%). Global variables are preceded by the dollar sign ($). Both types can be used in the same manner: operations, functions, equations, etc. The main difference has to do with how they are scoped.

In programming, scoping refers to where in memory a variable exists and its life. A local variable is meant to only exist in specific blocks of code, and its value is discarded when you leave that block. Global variables are meant to exist and hold their value during your entire programs execution.

Look at the following code to see an example of a local variable:
```cs
function test()
{


%userName = “Heather”;
echo(%userName);





}

We will cover functions a little later, but you should know that functions are blocks of code that only execute when you call them by name. This means the variable, userName, does not exist until the test() function is called. When the function has finished all of its logic, the userName variable will no longer exist. If you were to try to access the userName variable outside of the function, you will get nothing.

Most variables you will work with are local, but you will eventually want a variables that last for your entire game. These are extremely important values used throughout the project. This is when global variables become useful.

For the most part, you can declare global variables whenever you want:
```cs
$PlayerName = “Heather”;

function printPlayerName()
{


echo($PlayerName);




}

function setPlayerName()
{


$PlayerName = “Nikki”;







}

The above code makes full use of a global variable that holds a player’s name. The first declaration of the variable happens outside of the functions, written anywhere in your script. Because it is global, you can reference it in other locations, including separate script files. Once declared, your game will hold on to the variable until shutdown.





            

          

      

      

    

  

    
      
          
            
  # Data Types
As I mentioned above, TorqueScript comprised of the core C++ objects needed to make your game. For example, you will use the PlayerData structure to create player objects for your game. This structure was written in C++:

TorqueScript implicitly supports several variable data-types: numbers, strings, booleans, and arrays and vectors. If you wish to test the various data types, you can use the echo(…) command.

For example:
```cs
%meaningOfLife = 42;
echo(%meaningOfLife);

$name = “Heather”;
echo($name);
```

The echo will post the results in the console, which can be accessed by pressing the tilde key (~) while in game.

## Numbers
TorqueScript handles standard numeric types


	123     (Integer)


	1.234   (floating point)


	1234e-3 (scientific notation)


	0xc001  (hexadecimal)




Example:
`cs
%myInteger = 3;
%myFloat = 2.5;
%mySciNot = 314e-1;
%myHexa = 0xc001;
`

## Strings
Text, such as names or phrases, are supported as strings. Numbers can also be stored in string format. Standard strings are stored in double-quotes.


	“abcd”    (string)




Example:
```cs


$UserName = “Heather”;




```

## Tagged Strings
Strings with single quotes are called “tagged strings”.


	‘abcd’  (tagged string)




Tagged strings are special in that they contain string data, but also have a special numeric tag associated with them. Tagged strings are used for sending string data across a network. The value of a tagged string is only sent once, regardless of how many times you actually do the sending.

On subsequent sends, only the tag value is sent. Tagged values must be de-tagged before printing. You will not need to use a tagged string often unless you are in need of sending strings across a network often, like a chat system.

Example:
`cs
$a = 'This is a tagged string';
echo("  Tagged string: ", $a);
echo("Detagged string: ", detag('$a'));
`
The output will be similar to this:

`cs
24
___
`
The second echo will be blank unless the string has been passed to you over a network.

## Booleans
Like most programming languages, TorqueScript also supports Booleans. Boolean numbers have only two values- true or false.


	true    (1)


	false   (0)




Again, as in many programming languages the constant “true” evaluates to the number 1 in TorqueScript, and the constant “false” evaluates to the number 0. However, non-zero values are also considered true. Think of booleans as “on/off” switches, often used in conditional statements.

Example:
```cs
$lightsOn = true;


	if($lightsOn)
	echo(“Lights are turned on”);





```

## Arrays
Arrays are data structures used to store consecutive values of the same data type.


	$TestArray[n]   (Single-dimension)


	$TestArray[m,n] (Multidimensional)


	$TestArray[m_n] (Multidimensional)




If you have a list of similar variables you wish to store together, try using an array to save time and create cleaner code. The syntax displayed above uses the letters ‘n’ and ‘m’ to represent where you will input the number of elements in an array. The following example shows code that could benefit from an array:

Example:
```cs
$firstUser = “Heather”;
$secondUser = “Nikki”;
$thirdUser = “Mich”;

echo($firstUser);
echo($secondUser);
echo($thirdUser);
```
Instead of using a global variable for each user name, we can put those values into a single array:

Example:
```cs
$userNames[0] = “Heather”;
$userNames[1] = “Nikki”;
$userNames[2] = “Mich”;

echo($userNames[0]);
echo($userNames[1]);
echo($userNames[2]);
`
Now, let's break the code down. Like any other variable declaration, you can create an array by giving it a name and value:
```cs
$userNames[0] = "Heather";
`
What separates an array declaration from a standard variable is the use of brackets []. The number you put between the brackets is called the index. The index will access a specific element in an array, allowing you to view or manipulate the data. All the array values are stored in consecutive order.

If you were able to see an array on paper, it would look something like this:
`cs
[0] [1] [2]
`


In our example, the data looks like this:




`cs
["Heather"] ["Nikki"] ["Mich"]
`
Like other programming languages, the index is always a numerical value and the starting index is always 0. Just remember, index 0 is always the first element in an array. As you can see in the above example, we create the array by assigning the first index (0) a string value (“Heather”).

The next two lines continue filling out the array, progressing through the index consecutively.
`cs
$userNames[1] = "Nikki";
$userNames[2] = "Mich";
`
The second array element (index 1) is assigned a different string value (“Nikki”), as is the third (index 2). At this point, we still have a single array structure, but it is holding three separate values we can access. Excellent for organization.

The last section of code shows how you can access the data that has been stored in the array. Again, you use a numerical index to point to an element in the array. If you want to access the first element, use 0:
`cs
echo($userNames[0]);
`
In a later section, you will learn about looping structures that make using arrays a lot simpler. Before moving on, you should know that an array does not have to be a single, ordered list. TorqueScript also support multidimensional arrays.

An single-dimensional array contains a single row of values. A multidimensional array is essentially an array of arrays, which introduces columns as well. The following is a visual of what a multidimensional looks like with three rows and three columns:
`cs
[x] [x] [x]
[x] [x] [x]
[x] [x] [x]
`
Defining this kind of array in TorqueScript is simple. The following creates an array with 3 rows and 3 columns.

Example:
```cs
$testArray[0,0] = “a”;
$testArray[0,1] = “b”;
$testArray[0,2] = “c”;

$testArray[1,0] = “d”;
$testArray[1,1] = “e”;
$testArray[1,2] = “f”;

$testArray[2,0] = “g”;
$testArray[2,1] = “h”;
$testArray[2,2] = “i”;
`
Notice that we are are now using two indices, both starting at 0 and stopping at 2. We can use these as coordinates to determine which array element we are accessing:
```cs
[0,0] [0,1] [0,2]
[1,0] [1,1] [1,2]
[2,0] [2,1] [2,2]
`
In our example, which progresses through the alphabet, you can visualize the data in the same way:
`cs
[a] [b] [c]
[d] [e] [f]
[g] [h] [i]
`
The first element [0,0] points to the letter ‘a’. The last element [2,2] points to the letter ‘i’.

## Vectors
“Vectors” are a helpful data-type which are used throughout Torque 3D. For example, many fields in the World Editor take numeric values in sets of 3 or 4. These are stored as strings and interpreted as “vectors”.


	“1.0 1.0 1.0”   (3 element vector)




The most common example of a vector would be a world position. Like most 3D coordinate systems, an object’s position is stored as (X Y Z). You can use a three element vector to hold this data:

Example:
`cs
%position = "25.0 32 42.5";
`
You can separate the values using spaces or tabs (bot are acceptable whitespace). Another example is storing color data in a four element vector. The values that make up a color are “Red Blue Green Alpha,” which are all numbers. You can create a vector for color using hard numbers, or variables:

Example:
```cs
%firstColor = “100 100 100 1.0”;
echo(%firstColor);

%red = 128;
%blue = 255;
%green = 64;
%alpha = 1.0;

%secondColor = %red SPC %blue SPC %green SPC %alpha;
echo(%secondColor);
```



            

          

      

      

    

  

    
      
          
            
  # Operations
Operators in TorqueScript behave very similarly to operators in real world math and other programming languages. You should recognize quite a few of these from math classes you took in school, but with small syntactical changes. The rest of this section will explain the syntax and show a brief example, but we will cover these in depth in later guides.

## Arithmetic Operations
Basic math operations are supported using a syntax clear to everyone. TorqueScript supports multiplication, division, modulo, addition, and subtraction. Additionally, standard auto-increment and auto-decrement operations are available:

Example:
```cs
// Multiplication
%product = 3*4; // results in 12

// Division
%quotient = 4/2; // results in 2

// Modulo
%mod = 5%2; // results in 1

// Addition
%sum = 3+4; // results in 7

// Subtraction
%difference = 4-3; // results in 1

// Auto-increment
%value = 3;
%incr = %value++; // results in 4;

//Auto-decrement
%value = 3;
%decre = %value–; // results in 2;
```

## Relational Operations
Relational operators are used for comparing values and variables against each other. Again, the syntax for these operatations closely resemble real world math. The value returned from a comparison will always be true(1) or false(0).

Example:
```cs
// Greater than
if(4 > 3)


echo(“True. 3 is not greater than 4”);




// Greater than or equal to
if(3 >= 3)


echo(“True. 3 is equal to or greater than 3”);




// Equal to
if(6 == 6);


echo(“True. 6 is exactly equal to 6”);




// Not equal to
if(3 != 5)


echo(“True. 3 is not equal to 5”);




```

## Bitwise Operations
Bitwise operations are used for comparing and shifting the bits of a value.

Examples:
```cs
// Bitwise NOT/complement. Unary operation that flips bits.
%value = 101;
%bitValue = ~%value; // results in 101 becoming 010

// Bitwise AND. When applied to two binary values, resulting bits are 1 if original pairs were 1
%valueOne = 0101;
%valueTwo = 0011;
%bitValue = %valueOne&%valueTwo; // Results in 0001
```

## Assignment Operations
Assignment operators are used for setting the value of a variable. You should recognize it as the “equals” sign.

Example:
```cs
%val = 3; // Assigns the value of 3 to the %val variable

%val = 3+4; // Assigns the value of 3+4 to the %val variable

%val += 3; // Assigns the %val variable the value of 3 plus itself
```

## String Operations
There are special values you can use to concatenate strings and variables. Concatenation refers to the joining of multiple values into a single variable. The following is the basic syntax:


“string 1” operation “string 2”




You can use string operators similarly to how you use mathematical operators (=, +, -, *). You have four operators at your disposal: @ NL TAB SPC. For example, the @ symbol will concatenate two strings together exactly how you specify, without adding any additional whitespace.

Example:
```cs
%newString = “Hello” @ “World”;
echo(%newString);

// OUPUT: HelloWorld
```



            

          

      

      

    

  

    
      
          
            
  # Control Statements

TorqueScript provides basic branching structures that will be familiar to programmers that have used other languages. If you are completely new to programming, you use branching structures to control your game’s flow and logic. This section builds on everything you have learned about TorqueScript so far.

## if, then, else

This type of structure is used to test a condition, then perform certain actions if the condition passes or fails. You do not always have to use the full structure, but the following syntax shows the extent of the conditional

Example:
```cs


if(<boolean expression>)





	{
	pass logic





}
else
{


alternative logic





}

Remember how boolean values work? Essentially, a bool can either be true (1) or false (0). The condition (boolean) is always typed into the parenthesis after the “if” syntax. Your logic will be typed within the brackets {}. The following example uses specific variable names and conditions to show how this can be used:

Example:
```cs
// Global variable that controls lighting
$lightsShouldBeOn = true;

// Check to see if lights should be on or off
if($lightsShouldBeOn)
{


// True. Call turn on lights function
turnOnLights();

echo(“Lights have been turned on”);




}
else
{


// False. Turn off the lights
turnOffLights();

echo(“Lights have been turned off”);







}

Brackets for single line statements are optional. If you are thinking about adding additional logic to the code, then you should use the brackets anyway. If you know you will only use one logic statement, you can use the following syntax:

Example:
```cs
// Global variable that controls lighting
$lightsShouldBeOn = true;

// Check to see if lights should be on or off
if($lightsShouldBeOn)


turnOnLights();   // True. Call turn on lights function





	else
	turnOffLights(); // False. Turn off the lights





```

## switch and switch$
If your code is using several cascading if-then-else statements based on a single value, you might want to use a switch statement instead. Switch statements are easier to manage and read. There are two types of switch statements, based on data type: numeric (switch) and string (switch$).

Switch Syntax:
```cs
switch(<numeric expression>)
{



	case value0:
	statements;



	case value1:
	statements;



	case value3:
	statements;



	default:
	statements;











}

As the above code demonstrates, start by declaring the switch statement by passing in a value to the switch(…) line. Inside of the brackets {}, you will list out all the possible cases that will execute based on what value being tested. It is wise to always use the default case, anticipating rogue values being passed in.

Example:
```cs
switch($ammoCount)
{



	case 0:
	echo(“Out of ammo, time to reload”);
reloadWeapon();



	case 1:
	echo(“Almost out of ammo, warn user”);
lowAmmoWarning();



	case 100:
	echo(“Full ammo count”);
playFullAmmoSound();



	default:
	doNothing();











}

switch only properly evaluates numerical values. If you need a switch statement to handle a string value, you will want to use switch$. The switch$ syntax is similar to what you just learned:

Switch$ Syntax:
```cs
switch$ (<string expression>)
{



	case “string value 0”:
	statements;



	case “string value 1”:
	statements;









	…
	
	case “string value N”:
	statements;



	default:
	statements;












}

Appending the $ sign to switch will immediately cause the parameter passed in to be parsed as a string. The following code applies this logic:

Example:
```cs
// Print out specialties
switch($userName)
{



	case “Heather”:
	echo(“Sniper”);



	case “Nikki”:
	echo(“Demolition”);



	case Mich:
	echo(“Meat shield”);



	default:
	echo(“Unknown user”);











}





            

          

      

      

    

  

    
      
          
            
  # Loops
As the name implies, this structure type is used to repeat logic in a loop based on an expression. The expression is usually a set of variables that increase by count, or a constant variable changed once a loop has hit a specific point. For Loop

## For Loop
for Loop Syntax:
```
for(expression0; expression1; expression2)
{


statement(s);





}

One way to label the expressions in this syntax are (startExpression; testExpression; countExpression). Each expression is separated by a semi-colon.

Example:
```cs
for(%count = 0; %count < 3; %count++)
{


echo(%count);




}

// OUTPUT:
// 0
// 1
// 2
```
The first expression creates the local variable count and initializing it to 0. In the second expression determines when to stop looping, which is when the count is no longer less than 3. Finally, the third expression increases the count the loop relies on.

## While Loop
A while loop is a much simpler looping structure compared to a for loop.

while Loop Syntax:
```cs
while(expression)
{


statements;







}

As soon as the expression is met, the while loop will terminate:

Example:
```cs
%countLimit = 0;

while(%countLimit <= 5)
{


echo(“Still in loop”);
%countLimit++;




}
echo(“Loop was terminated”);

// OUPUT:
// Still in loop
// Still in loop
// Still in loop
// Still in loop
// Still in loop
// Still in loop
// Loop was terminated
```





            

          

      

      

    

  

    
      
          
            
  # Functions
Much of your TorqueScript experience will come down to calling existing functions and writing your own. Functions are a blocks of code that only execute when you call them by name.

Basic functions in TorqueScript are defined as follows:
```cs
// function - Is a keyword telling TorqueScript we are defining a new function.
// function_name - Is the name of the function we are creating.
// … - Is any number of additional arguments.
// statements - Your custom logic executed when function is called
// return val - The value the function will give back after it has completed. Optional.

function function_name([arg0],…,[argn])
{


statements;
[return val;]





}

The function keyword, like other TorqueScript keywords, is case sensitive. You must type it exactly as shown above. The following is an example of a custom function that takes in two parameters, then executes code based on those arguments.

TorqueScript can take any number of arguments, as long as they are comma separated. If you call a function and pass fewer parameters than the function’s definition specifies, the un-passed parameters will be given an empty string as their default value.

Example:
```cs
function echoRepeat (%echoString, %repeatCount)
{


for (%count = 0; %count < %repeatCount; %count++)
{


echo(%echoString);




}







}

You can cause this function to execute by calling it in the console, or in another function:
```cs
echoRepeat(“hello!”, 5);

// OUTPUT:
// “hello!”
// “hello!”
// “hello!”
// “hello!”
// “hello!”
```
If you define a function and give it the same name as a previously defined function, TorqueScript will completely override the old function. This still applies even if you change the number of parameters used; the older function will still be overridden.





            

          

      

      

    

  

    
      
          
            
  # Game Objects
The most complex aspect of TorqueScript involves dealing with game objects. Much of your object creation will be performed in the World Editor, but you should still know how to manipulate objects at a script level. One thing to remember is that everything in TorqueScript is an object: players, vehicles, items, etc.

Every object added in the level is saved to a mission file, which is written entirely in TorqueScript. This also means every game object is accessible from script. First, we will study the syntax of object creation.

## Syntax
Even though objects are originally created in C++, they are exposed to script in a way that allows them to be declared using the following syntax:

Object Definition:
```cs


// In TorqueScript




%objectID = new ObjectType(Name : CopySource, arg0, …, argn)
{


<datablock = DatablockIdentifier;>

[existing_field0 = InitialValue0;]
…
[existing_fieldN = InitialValueN;]

[dynamic_field0 = InitialValue0;]
…
[dynamic_fieldN = InitialValueN;]





};

Syntax Breakdown:


	objectID : Is the variable where the object’s handle will be stored.


	new : Is a key word telling the engine to create an instance of the following ObjectType.


	ObjectType : Is any class declared in the engine or in script that has been derived from SimObject or a subclass of SimObject. SimObject-derived objects are what we were calling “game world objects” above.


	Name (optional) : Is any expression evaluating to a string, which will be used as the object’s name.


	CopySource (optional) : The name of an object which is previously defined somewhere in script. Existing field values will be copied from CopySource to the new object being created. Any dynamic fields defined in CopySource will also be defined in the new object, and their values will be copied. Note: If CopySource is of a different ObjectType than the object being created, only CopySource’s dynamic fields will be copied.


	arg0, …, argn (optional) : Is a comma separated list of arguments to the class constructor (if it takes any).


	datablock : Many objects (those derived from GameBase, or children of GameBase) require datablocks to initialize specific attributes of the new object. Datablocks are discussed below.


	existing_fieldN : In addition to initializing values with a datablock, you may also initialize existing class members (fields) here. Note: In order to modify a member of a C++-defined class, the member must be exposed to the Console. This concept is discussed in detail later.


	dynamic_fieldN : Lastly, you may create new fields (which will exist only in Script) for your new object. These will show up as dynamic fields in the World Editor Inspector.




The main object variants you can create are SimObjects without a datablock, and game objects which require a datablock. The most basic SimObject can be created in a single line of code:

Example:
`cs
// Create a SimObject without any name, argument, or fields.
$exampleSimObject = new SimObject();
`
The $exampleSimObject variable now has access to all the properties and functions of a basic SimOBject. Usually, when you are creating a SimObject you will want custom fields to define features

Example:
```cs
// Create a SimObject with a custom field
$exampleSimObject = new SimObject()
{


catchPhrase = “Hello world!”;







};

As with the previous example, the above code creates a SimObject without a name which can be referenced by the global variable $exampleSimObject. This time, we have added a user defined field called “catchPhrase.” There is not a single stock Torque 3D object that has a field called “catchPhrase.” However, by adding this field to the SimObject it is now stored as long as that object exists.

The other game object variant mentioned previously involves the usage of datablocks. Datablocks contain static information used by a game object with a similar purpose. Datablocks are transmitted from a server to client, which means they cannot be modified while the game is running.

We will cover datablocks in more detail later, but the following syntax shows how to create a game object using a datablock.

Example:
```cs
// create a StaticShape using a datablock
datablock StaticShapeData(ceiling_fan)
{


category = “Misc”;
shapeFile = “art/shapes/undercity/cfan.dts”;
isInvincible = true;




};

new StaticShape(CistFan)
{


dataBlock = “ceiling_fan”;
position = “12.5693 35.5857 59.5747”;
rotation = “1 0 0 0”;
scale = “1 1 1”;







};

Once you have learned about datablocks, the process is quite simple:

Create a datablock in script, or using the datablock editor
Add a shape to the scene from script or using the World Editor
Assign the new object a datablock

## Handles vs Names
Every game object added to a level can be accessed by two parameters:


	Handle - A unique numeric ID generated when the object is created


	Name - This is an optional parameter given to an object when it is created. You can assign a name to an object from the World Editor, or do so in TorqueScript using the following syntax:




Example:
```cs
// In this example, CistFan is the name of the object
new StaticShape(CistFan)
{


dataBlock = “ceiling_fan”;
position = “12.5693 35.5857 59.5747”;
rotation = “1 0 0 0”;
scale = “1 1 1”;







};

While in the World Editor, you will not be allowed to assign the same name to multiple, separate objects. The editor will ignore the attempt. If you manually name two objects the same thing in script, the game will only load the first object and ignore the second.

## Singletons
If you need a global script object with only a single instance, you can use the singleton keyword. Singletons, in TorqueScript, are mostly used for unique shaders, materials, and other client-side only objects.

For example, SSAO (screen space ambient occlusion) is a post-processing effect. The game will only ever need a single instance of the shader, but it needs to be globally accessible on the client. The declaration of the SSAO shader in TorqueScript can be shown below:
```cs
singleton ShaderData( SSAOShader )
{


DXVertexShaderFile   = “shaders/common/postFx/postFxV.hlsl”;
DXPixelShaderFile    = “shaders/common/postFx/ssao/SSAO_P.hlsl”;
pixVersion = 3.0;







};

## Methods
In addition to the creation of stand-alone functions, TorqueScript allows you to create and call methods attached to objects. Some of the more important ConsoleMethods are already written in C++, then exposed to script. You can call these methods by using the dot (.) notation.

Syntax:
```cs
objHandle.function_name();

objName.function_name();
Example:

new StaticShape(CistFan)
{


dataBlock = “ceiling_fan”;
position = “12.5693 35.5857 59.5747”;
rotation = “1 0 0 0”;
scale = “1 1 1”;




};

// Write all the objects methods to the console log
CistFan.dump();

// Get the ID of an object, using the object’s name
$objID = CistFan.getID();

// Print the ID to the console
echo(“Object ID: “, $objID);

// Get the object’s position, using the object’s handle
%position = $objID.getPosition();

// Print the position to the console
echo(“Object Position: “, %position);
```
The above example shows how you can call an object’s method by using its name or a variable containing its handle (unique ID number). Additionally, TorqueScript supports the creation of methods that have no associated C++ counterpart.

Syntax:
```cs
// function - Is a keyword telling TorqueScript we are defining a new function.
// ClassName::- Is the class type this function is supposed to work with.
// function_name - Is the name of the function we are creating.
// … - Is any number of additional arguments.
// statements - Your custom logic executed when function is called
// %this- Is a variable that will contain the handle of the ‘calling object’.
// return val - The value the function will give back after it has completed. Optional.

function Classname::func_name(%this, [arg0],…,[argn])
{


statements;
[return val;]







}

At a minimum, object methods require that you pass them an object handle. You will often see the first argument named this. People use this as a hint, but you can name it anything you want. As with Console functions any number of additional arguments can be specified separated by commas.

As a simple example, let’s say there is an object called Samurai, derived from the Player class. It is likely that a specific appearance and play style will be given to the samurai, so custom ConsoleMethods can be written. Here is a sample:

Example:
```cs
function Samurai::sheatheSword(%this)
{


echo(“Katana sheathed”);







}

When you add a Samurai object to your level via the World Editor, it will be given an ID. Let’s pretend the handle (ID number) is 1042. We can call its ConsoleMethod once it is defined, using the period syntax:

Example:
```cs
1042.sheatheSword();

// OUTPUT: “Katana sheathed”
```
Notice that no parameters were passed into the function. The this parameter is inherent, and the original function did not require any other parameters.





            

          

      

      

    

  

    
      
          
            
  # Packages
The package keyword tells the console that the subsequent block of code is to be declared but not loaded. Packages provide dynamic function-polymorphism in TorqueScript. In short, a function defined in a package will over-ride the prior definition of a same named function when the is activated. When the package is subsequently de-activated, the previous definition of any overridden functions will be re-asserted.

A package has the following syntax:
```cs
package package_name
{


function function_definition0()
{


// code




}

function function_definitionN()
{


// code




}





};

Some things to know:

The same function can be defined in multiple packages.
Only functions can be packaged.
Datablocks cannot be packaged.
Packages ‘stack’ meaning that deactivating packages activated prior to the currently active (s) will deactivate all packages activated prior to the being deactivated (see example below).
Functions in a may activate and deactivate packages.
In order to use the functions in a package, the package must be activated:
`cs
activatePackage(package_name);
`
Subsequently a package can be deactivated:
`cs
deactivatePackage(package_name);
`
## Usage

First, define a function and two packages, each of which provides an alternative definition by the same name.
```cs
function testFunction()
{


echo( “testFunction() - unpackaged.” );




}

package MyPackage0
{


function testFunction()
{


echo( “testFunction() - MyPackage0.” );




}




};

package MyPackage1
{


function testFunction()
{


echo( “testFunction() - MyPackage1.” );




}







};

Now invoke the testFunction() function from the console under three different conditions:
```cs
==> testFunction();
testFunction() - unpackaged.

==> activatePackage( MyPackage0 );

==> testFunction();
testFunction() - MyPackage0.

==> activatePackage( MyPackage1 );

==> testFunction();
testFunction() - MyPackage1.

==> deactivatePackage( MyPackage0 );  // MyPackage1 is automatically deactivated.

==> testFunction();
testFunction() - unpackaged.
```
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